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Imagine a **tollbooth** at a bridge. Cars passing by the booth are expected to **pay a 50 hlala** toll. sometimes a car goes by without paying.

The tollbooth keeps track of the number of cars that have gone by, and of the total amount of money collected.

لنتخيل ان لدينا كشكات لتحصيل الرسوم على السيارات التي تمر على جسر

كل سياره تمر يجب عليها ان تدفع 50 هلله كرسوم. يحصل في بعض المرات ان تمر بعض السيارات بدون ان تدفع .

هذه الكشكات تقوم بحساب عدد السيارات التي مرت بالاضافه لكمية المال التي تم جمعها .

قومي بعمل برنامج يمثل وظيفة هذه الكشكات كالتالي :

* Model this tollbooth with a **class** called **tollBooth**.
* The class contained **two** data items , the first one is from type **int** to hold the total number of cars.
* The second one is from type **double** to hold the total amount of money collected.
* A **constructor** initializes both of these variables to 0.
* A member function called **payingCar()** increments the car total and adds 0.50 to the cash total.
* A member function called **nopayCar**(), increments the car total but adds nothing to the cash total.
* a member function called **display()** displays the two totals.

Write a main() test this class.

This program should allow the user to enter (1) count a paying car, and( 0) to count a non-paying car.

Entering (-1) should cause the program to print out the total cars and total cash and then exit.

The run for the programme could be like this:

![](data:image/png;base64,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)

1. create a class called array manipulations that contains:

private variables :

* int array called X
* max (to determine the capacity) , size (size of array )
* constructor : to initialize the variables and create the array with a given max size.
* Display : to print the array content
* Full : return true if array is full and false other wise.
* Empty : return true if array is full and false other wise.
* Retrieve : retrieve the value for a given index
* Update : update the value for a given index
* Insert : insert a value in the array.
* remove : remove the last added value
* remove : remove a value in a given index(replace the value with zero);

write a test class to test your class